Last week, [Axios published a very interesting piece reporting on  
Trump’s private schedule thanks to an insider’s  
leak](https://www.axios.com/donald-trump-private-schedules-leak-executive-time-34e67fbb-3af6-48df-aefb-52e02c334255.html).  
The headlines all were about Trump’s spending more than 60% of his time  
in “executive time” which admittedly was indeed the most important  
aspect of the story. I, however, also got curious about Axios’ work to  
go from the PDF schedules to the spreadsheet they made public. In this  
post, I’ll have a got at using rOpenSci’s Jeroen Ooms’ pdftools  
package and some data-wrangling stubborness of mine to try and rectangle  
Trump’s PDF schedules.

**Available data, available software**

Axios published both [the spreadsheet they made from the data  
leaked](https://docs.google.com/spreadsheets/d/1oITCuVsYdhNXtY7GElLelsrbjRRIPJ1ce-_v-8J1X_A/edit#gid=0),  
and PDF corresponding to the schedules retyped in the format White House  
staff received them. I tried finding out how they went from the latter  
to the former, but this was apparently not reported. Quite a niche  
topic, I agree. Here’s the untidy PDF below.

pdf\_file <- "data/Axios-President-Donald-Trump-Private-Schedules.pdf"

library("magrittr")

pdftools::pdf\_render\_page(pdf\_file, page = 1) %>%

magick::image\_read()
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Seeing the PDF format above reminded me of [the cool new pftools  
feature Jeroen Ooms announced back in  
December](https://ropensci.org/technotes/2018/12/14/pdftools-20/): low  
level text extraction.

# High level text extraction

pdftools::pdf\_text(pdf\_file)[1]

## [1] " SCHEDULE OF THE PRESIDENT\n Wednesday, November 7, 2018\n8:00 AM EXECUTIVE TIME\n(3 hr) Location: Oval Office\n11:00 AM MEETING WITH THE CHIEF OF STAFF\n(30 min) Location: Oval Office\n11:30 AM EXECUTIVE TIME\n(1 hr) Location: Oval Office\n12:30 PM LUNCH\n(1 hr) Location: Private Dining Room\n1:30 PM EXECUTIVE TIME\n(3 hr, 30 min) Location: Oval Office\nRON: The White House\n"

# Low level text extraction

head(pdftools::pdf\_data(pdf\_file)[[1]])

## width height x y space text

## 1 60 12 220 72 TRUE SCHEDULE

## 2 15 12 283 72 TRUE OF

## 3 23 12 301 72 TRUE THE

## 4 62 12 327 72 FALSE PRESIDENT

## 5 54 12 236 99 TRUE Wednesday,

## 6 46 12 293 99 TRUE November

While the pdftools::pdf\_text() function returns “a character vector of  
length equal to the number of pages in the file”, pdftools::pdf\_data  
returns a list of as many data.frame’s as there are pages, each one  
indicating the coordinates and width of each text piece. So powerful!  
Trump’s schedule appeared to be a perfect use case for this  
functionality!

**Special tale for Ubuntu users**

*Edit:* [*Benjamin Louis*](https://www.benjaminlouis-stat.fr/) *posted a link to* [*a helpful thread about installing Poppler’s latest version and pdftools on Ubuntu 18.04*](https://askubuntu.com/questions/1112856/how-to-install-poppler-0-73-on-ubuntu-18-04/1112947#1112947) *in the comments. Thank you!*

Sadly, as noted in Jeroen’s tech note, the new Poppler version that is  
necessary for pdftools to support low level text extraction… is not  
available on Linux yet, and I’ve just switched to Ubuntu from Windows  
(an accidental New Year’s resolution after Windows disappeared from my  
laptop). Jeroen wrote “Linux users probably have to wait for the latest  
version of poppler to become available in their system package manager  
(or compile from source).”. I thought, OK, let me *just* compile Poppler  
from source then. I’m not sure I’d recommend trying this at home so take  
my experience report with a bit of caution. I downloaded [Poppler’s  
latest version](https://poppler.freedesktop.org/#Download), unzipped it,  
created a build folder inside the poppler folder and ran something  
like this (inspired by [this  
gist](https://gist.github.com/Dayjo/618794d4ff37bb82ddfb02c63b450a81)):

cmake ..

make

sudo make install

It seemed to work but then re-installing pdftools failed. Jeroen  
thankfully advised me to remove my old Poppler installation with a  
drastic command that affected all softwares depending on Poppler (that’s  
why you might not want to reproduce this at home) like GIMP or Libre  
Office Writer: sudo apt-get remove libpoppler\*. But, after I did that,  
I was able to install pdftools using the newest Poppler version.

**General strategy**

I started work by carefully looking at the PDF. There were one-page  
daily schedules like on page 1,

pdftools::pdf\_render\_page(pdf\_file, page = 1) %>%

magick::image\_read()
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![](data:image/png;base64,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)

Because of that, I decided to extract the dates of pages that had one,  
then assign to each undated page the latest available date, before  
splitting the PDF low level text data into dates and working on a  
pipeline by date.

**Splitting the low level text data by date**

In a first step, I wrote a pipeline adding the page number to each  
data.frame from pdftools::pdf\_data().

pdf\_data <- pdftools::pdf\_data(pdf\_file)

read\_page <- function(page, pdf\_data){

df <- pdf\_data[[page]]

if(nrow(df) > 0) {

df$page <- page

df

} else {

NULL

}

}

pdf\_text <- purrr::map(1:pdftools::pdf\_info(pdf\_file)$pages,

read\_page,

pdf\_data = pdf\_data)

# remove empty pages

pdf\_text <- purrr::discard(pdf\_text, is.null)

head(pdf\_text[[1]])

## width height x y space text page

## 1 60 12 220 72 TRUE SCHEDULE 1

## 2 15 12 283 72 TRUE OF 1

## 3 23 12 301 72 TRUE THE 1

## 4 62 12 327 72 FALSE PRESIDENT 1

## 5 54 12 236 99 TRUE Wednesday, 1

## 6 46 12 293 99 TRUE November 1

Then for each of them I tried extracting the date.

get\_date <- function(page\_data){

if(page\_data$text[[1]] == "SCHEDULE"){

date <- as.character(

glue::glue\_collapse(page\_data$text[6:8],

sep = " "))

date <- lubridate::parse\_date\_time(date,

orders = "BdY",

locale = "en\_US.utf8", tz = "EST")

date <- as.Date(date)

}else{

date <- NA

}

tibble::tibble(date = date,

page = page\_data$page[1])

}

dates <- purrr::map\_df(pdf\_text, get\_date)

Finally, I created a gigantic data.frame of all the data.frame’s  
from pdftools::pdf\_text(), sorted it by page just to be sure it was  
sorted by page, assigned to each row the latest non missing page, and  
then split the data by date which was a better unit to work from. In  
order to not mess up coordinates, within each date I added 700, 1400,  
etc. to y-coordinates from the second, third, etc. page.

split\_days <- function(pdf\_text, dates){

pdf\_text %>%

dplyr::bind\_rows() %>%

dplyr::left\_join(dates, by = "page") %>%

dplyr::arrange(page) %>%

dplyr::mutate(date = zoo::na.locf(date)) %>%

dplyr::group\_by(date) %>%

dplyr::mutate(y = y + (page - min(page)) \* 700) %>%

dplyr::ungroup() %>%

split(.$date)

}

pdf\_text <- split\_days(pdf\_text, dates)

length(pdf\_text)

## [1] 50

pdf\_text[[2]]

## # A tibble: 243 x 8

## width height x y space text page date

##

## 1 60 12 220 72 TRUE SCHEDULE 2 2018-11-08

## 2 15 12 283 72 TRUE OF 2 2018-11-08

## 3 23 12 301 72 TRUE THE 2 2018-11-08

## 4 62 12 327 72 FALSE PRESIDENT 2 2018-11-08

## 5 44 12 240 99 TRUE Thursday, 2 2018-11-08

## 6 46 12 287 99 TRUE November 2 2018-11-08

## 7 8 12 336 99 TRUE 8, 2 2018-11-08

## 8 21 12 347 99 FALSE 2018 2 2018-11-08

## 9 19 12 72 140 TRUE 8:00 2 2018-11-08

## 10 17 12 94 140 FALSE AM 2 2018-11-08

## # … with 233 more rows

tail(pdf\_text[[2]])

## # A tibble: 6 x 8

## width height x y space text page date

##

## 1 28 12 229 1069 FALSE House 3 2018-11-08

## 2 51 12 288 799 TRUE Christopher 3 2018-11-08

## 3 31 12 342 799 FALSE Liddell 3 2018-11-08

## 4 30 12 288 813 FALSE Closed 3 2018-11-08

## 5 21 12 288 826 TRUE Oval 3 2018-11-08

## 6 28 12 312 826 FALSE Office 3 2018-11-08

At that point I took a minute to compare the dates I had with the ones  
in Axios’ clean data.

clean\_data <- readr::read\_csv("data/axios\_data.csv")

unique(clean\_data$date[!clean\_data$date %in% dates$date])

## [1] "2018-11-12" "2018-11-16" "2018-11-20" "2018-11-21" "2018-11-22"

## [6] "2018-12-06" "2018-12-24" "2018-12-25" "2018-12-26" "2018-12-27"

## [11] "2018-12-28" "2018-12-31" "2019-01-01"

Wat?! I had a look at the PDF, and actually, these dates are not even in  
the PDF I’m fighting, so no need for me to try and revise my R script.

**Digesting each date’s data**

This part was the most crucial, and difficult one. I wanted to obtain a  
table with one line by event. My strategy was to first extract times by  
filtering text data whose x-coordinate was in an interval I had decided  
on by looking at some pages, clean these times to obtain time, duration  
and y-coordinate of the top of the time info, and then assign words from  
the right of the page to each event thanks to fuzzy joins: words  
correspond to an event if their y-coordinate is between the y-coordinate  
of the time of that event and the y-coordinate of next event.

On top of that I had to decide what to do with pages with times in  
several timezones, like below

pdftools::pdf\_render\_page(pdf\_file, page = 13) %>%

magick::image\_read()
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I simply removed all times that where in parentheses, assumed a time  
with no timezone information had the same timezone as the last event  
with a timezone, and that the first event of the day, if lacking a  
timezone, was in EST. In real life if I were really working on such data  
I’d probably still make such a general assumption but then review the  
result page by page, preferably with several pairs of eyes.

get\_times <- function(page\_data){

times <- dplyr::filter(page\_data,

dplyr::between(x, 72, 117))

rest <- dplyr::filter(page\_data,

!dplyr::between(x, 72, 117))

times <- times %>%

dplyr::group\_by(y) %>%

dplyr::summarize(text = glue::glue\_collapse(text, sep = " "))

times <- dplyr::filter(times,

!(grepl("\\(", text)&grepl("M", text)))

clean\_times <- dplyr::mutate(times,

time = dplyr::if\_else(

grepl("M", text)|grepl("RON", text),

text,

""),

duration = dplyr::if\_else(

grepl("\\(", dplyr::lead(text)),

dplyr::lead(text),

"")

)

clean\_times <- dplyr::filter(clean\_times, time != "")

clean\_times <- dplyr::select(clean\_times, y, time, duration)

clean\_times <- dplyr::mutate(clean\_times,

timezone = gsub(".\*\\:.\*M ", "", time),

timezone = ifelse(timezone == time,

NA, timezone))

if(is.na(clean\_times$timezone[1])){

clean\_times$timezone[1] <- "EST"

}

clean\_times <- dplyr::mutate(clean\_times,

timezone = zoo::na.locf(timezone))

clean\_times <- dplyr::mutate(clean\_times,

timezone = trimws(timezone),

timezone = gsub(" ", "",timezone),

time = gsub("M.\*", "M", time))

clean\_times <- dplyr::mutate(clean\_times,

start = y,

end = ifelse(dplyr::lead(y) != start,

dplyr::lead(y) - 1, start),

end = ifelse(is.na(end),

99999, end))

if(nrow(clean\_times) == 0){

print(page\_data$date[1])

return(NULL)

}

rest <- dplyr::mutate(rest,

start = y, end = y)

df <- fuzzyjoin::interval\_left\_join(clean\_times,

rest,

by = c("start", "end"))

df <- dplyr::select(df, time, duration, timezone, x, y.y, text)

df <- dplyr::rename(df, y = y.y)

df <- df %>%

dplyr::group\_by(time, duration, timezone) %>%

dplyr::mutate(event = as.character(

glue::glue\_collapse(text[y == min(y)], sep = " "))) %>%

dplyr::group\_by(time, duration, timezone, y, event) %>%

dplyr::summarize(text = as.character(

glue::glue\_collapse(text, sep = " ")

)) %>%

dplyr::group\_by(time, duration, timezone, event) %>%

dplyr::mutate(text = ifelse(toupper(event) != event,

as.character(

glue::glue\_collapse(text, sep = " ")

), text)) %>%

dplyr::ungroup()

if(nrow(df) == 0){

df <- tibble::tibble(event = as.character(

glue::glue\_collapse(page\_data$text, sep = " ")

))

}

df$date <- page\_data$date[1]

df

}

all\_events <- purrr::map\_df(pdf\_text,

get\_times)

head(all\_events)

## # A tibble: 6 x 7

## time duration timezone y event text date

##

## 1 1:30 PM (3 hr, 30 … EST 302 EXECUTIVE TI… EXECUTIVE TI… 2018-11-07

## 2 1:30 PM (3 hr, 30 … EST 315 EXECUTIVE TI… Location: Ov… 2018-11-07

## 3 11:00 … (30 min) EST 180 MEETING WITH… MEETING WITH… 2018-11-07

## 4 11:00 … (30 min) EST 194 MEETING WITH… Location: Ov… 2018-11-07

## 5 11:30 … (1 hr) EST 221 EXECUTIVE TI… EXECUTIVE TI… 2018-11-07

## 6 11:30 … (1 hr) EST 234 EXECUTIVE TI… Location: Ov… 2018-11-07

**Cleaning each event**

At that point I was fairly happy but I knew that a code review would  
have been great in real life, and that in any case I needed more work. I  
wanted to have a duration in minutes for each event as well as a start  
and end as times, and I wanted each event’s info to be in a single row.

I first made each event a row.

gather\_events <- function(all\_events){

all\_events %>%

dplyr::group\_by(event, text) %>%

dplyr::mutate(clean\_text = trimws(gsub(event[1], "", text))) %>%

dplyr::ungroup() %>%

dplyr::select(- text) %>%

dplyr::rename(text = clean\_text)

# events with no text

no\_text\_events <- all\_events %>%

dplyr::group\_by(time, duration,

timezone, date) %>%

dplyr::filter(all(!nzchar(text))) %>%

dplyr::summarise(event = unique(event),

text = NA,

y = min(y))

# events with text

text\_events <- all\_events %>%

dplyr::group\_by(time, duration,

timezone, date) %>%

dplyr::filter(any(nzchar(text))) %>%

dplyr::filter(nzchar(text)) %>%

dplyr::summarize(y = min(y),#y gives us the \*certain\* order of events in a day

event = ifelse(length(text[!grepl("\\:", text)]) > 0,

as.character(

glue::glue\_collapse(paste(unique(event, text[!grepl("\\:", text)&text!=event]))), sep = " "),

event),

text = ifelse(length(text[grepl("\\:", text)]) > 0,

toString(text[grepl("\\:", text)]),

""))

all\_events <- dplyr::bind\_rows(no\_text\_events, text\_events)

all\_events <- dplyr::ungroup(all\_events)

all\_events <- dplyr::arrange(all\_events, date, y)

all\_events

}

all\_events <- gather\_events(all\_events)

Before binding the events with text and no text I had checked by had  
that no events got lost (using dplyr::n\_groups()).

head(all\_events)

## # A tibble: 6 x 7

## time duration timezone date event text y

##

## 1 8:00 AM (3 hr) EST 2018-11-07 EXECUTIVE TIME Location: Ov… 140

## 2 11:00 … (30 min) EST 2018-11-07 MEETING WITH … Location: Ov… 180

## 3 11:30 … (1 hr) EST 2018-11-07 EXECUTIVE TIME Location: Ov… 221

## 4 12:30 … (1 hr) EST 2018-11-07 LUNCH Location: Pr… 261

## 5 1:30 PM (3 hr, 30… EST 2018-11-07 EXECUTIVE TIME Location: Ov… 302

## 6 RON: "" EST 2018-11-07 The White Hou… "" 342

head(all\_events$text)

## [1] "Location: Oval Office" "Location: Oval Office"

## [3] "Location: Oval Office" "Location: Private Dining Room"

## [5] "Location: Oval Office" ""

Further work aimed at extracting “Location”, “Note”, etc. into specific  
columns. This code is especially ugly.

extract\_info <- function(all\_events){

all\_events %>%

dplyr::group\_by(time, duration, timezone, date, event, y) %>%

dplyr::mutate(location = ifelse(any(grepl("Location",

unlist(strsplit(text, ",")))),

gsub("Location\\: ", "",

unlist(strsplit(text, ","))[grepl("Location",

unlist(strsplit(text, ",")))]),

NA),

project\_officer = ifelse(any(grepl("Project Officer",

unlist(strsplit(text, ",")))),

gsub("Project Officer\\: ", "",

unlist(strsplit(text, ","))[grepl("Project Officer",

unlist(strsplit(text, ",")))]),

NA),

press = ifelse(any(grepl("Press",

unlist(strsplit(text, ",")))),

gsub("Press\\: ", "",

unlist(strsplit(text, ","))[grepl("Press",

unlist(strsplit(text, ",")))]),

NA)) %>%

dplyr::ungroup() %>%

dplyr::mutate(location = trimws(location),

project\_officer = trimws(project\_officer),

press = trimws(press))

}

all\_events <- extract\_info(all\_events)

At this point, again, in a real work environment I’d spend time checking  
data carefuly, but instead, I’ll just have a rough look at the clean  
data vs my own cleaned data.

dplyr::count(clean\_data, listed\_project\_officer, sort = TRUE)

## # A tibble: 39 x 2

## listed\_project\_officer n

##

## 1 369

## 2 Ambassador John Bolton 33

## 3 Sarah Sanders 25

## 4 Lindsay Reynolds 18

## 5 Shahira Knight 18

## 6 William McGinley 18

## 7 Christopher Liddell 13

## 8 John DeStefano 10

## 9 Mercedes Schlapp 9

## 10 Tim Pataki 7

## # … with 29 more rows

dplyr::count(all\_events, trimws(project\_officer), sort = TRUE)

## # A tibble: 32 x 2

## `trimws(project\_officer)` n

##

## 1 467

## 2 Ambassador John Bolton 32

## 3 Sarah Sanders 23

## 4 Shahira Knight 18

## 5 William McGinley 16

## 6 Lindsay Reynolds 15

## 7 Christopher Liddell 13

## 8 John DeStefano 10

## 9 Mercedes Schlapp 9

## 10 Tim Pataki 7

## # … with 22 more rows

dplyr::count(clean\_data, listed\_location, sort = TRUE)

## # A tibble: 36 x 2

## listed\_location n

##

## 1 Oval office 310

## 2 75

## 3 Oval Office 48

## 4 Private dining room 34

## 5 Buenos Aires, Argentina 21

## 6 oval office 9

## 7 Grand foyer 7

## 8 Roosevelt room 6

## 9 Cabinet Room 5

## 10 East Room 5

## # … with 26 more rows

dplyr::count(all\_events, trimws(location), sort = TRUE)

## # A tibble: 34 x 2

## `trimws(location)` n

##

## 1 Oval Office 377

## 2 151

## 3 Private Dining Room 35

## 4 Buenos Aires 18

## 5 Grand Foyer 8

## 6 Cabinet Room 7

## 7 Roosevelt Room 7

## 8 Biloxi 4

## 9 Diplomatic Reception Room 4

## 10 McAllen 4

## # … with 24 more rows

I surprisingly have *more* events in my data than in Axios’ clean data,  
which would require further exploration. Part of that might be due to my  
data listing “RON” as events, where RON means “Remainder of the Night”  
which is not an event, but a way to indicate where the President spent  
the rest of his time on that day. On one day, the whole schedule is  
actually “RON”.

dplyr::filter(all\_events, date == lubridate::ymd("2018-11-23"))

## # A tibble: 1 x 10

## time duration timezone date event text y location

##

## 1 RON: "" EST 2018-11-23 Mar-… "" 180

## # … with 2 more variables: project\_officer , press

For some reasons, in its clean data Axios classified that day as  
executive time, although the PDF does not indicate anything about it.

dplyr::filter(clean\_data, date == lubridate::ymd("2018-11-23"))

## # A tibble: 1 x 11

## week date time\_start time\_end duration listed\_title top\_category

##

## 1 3 2018-11-23 08:00 17:00 9 Executive t… executive\_t…

## # … with 4 more variables: listed\_location ,

## # listed\_project\_officer , detail\_category , notes

I then had a go at cleaning times and durations.

clean\_time\_info <- function(all\_events){

all\_events %>%

dplyr::mutate(start = lubridate::parse\_date\_time(paste(date, time),

orders = "Ymd HM p",

locale = "en\_US.utf8", tz = "EST")) %>%

dplyr::mutate(duration = gsub("\\(", "", duration),

duration = gsub("\\)", "", duration)) %>%

dplyr::mutate(hours = ifelse(grepl("hr", duration),

as.numeric(trimws(gsub("hr.\*$", "", duration))),

0),

minutes = ifelse(grepl("min", duration),

as.numeric(trimws(stringr::str\_remove(

gsub("^.\*\\,", "", duration),

"min"))),

0)) %>%

dplyr::mutate(duration = 60\*hours + minutes) %>%

dplyr::select(- hours, - minutes) %>%

dplyr::group\_by(date) %>%

dplyr::mutate(end = ifelse(is.na(duration),

as.POSIXct(dplyr::lead(start),

origin = "1970-01-01"),

as.POSIXct(start + lubridate::minutes(duration),

origin = "1970-01-01")))

}

all\_events <- clean\_time\_info(all\_events)

head(all\_events)

## # A tibble: 6 x 12

## # Groups: date [1]

## time duration timezone date event text y location

##

## 1 8:00… 180 EST 2018-11-07 EXEC… Loca… 140 Oval Of…

## 2 11:0… 30 EST 2018-11-07 MEET… Loca… 180 Oval Of…

## 3 11:3… 60 EST 2018-11-07 EXEC… Loca… 221 Oval Of…

## 4 12:3… 60 EST 2018-11-07 LUNCH Loca… 261 Private…

## 5 1:30… 210 EST 2018-11-07 EXEC… Loca… 302 Oval Of…

## 6 RON: 0 EST 2018-11-07 The … "" 342

## # … with 4 more variables: project\_officer , press ,

## # start , end

I stopped there, not willing to further work on the data. More work on  
timezones, and on filling missing durations based on context, would be  
useful. I’d be delighted to see someone cleaning the dataset more  
thoroughly than I did here!

**Conclusion**

In this post I took advantage of the nifty pdftools::pdf\_data()  
function to extract text from Trump’s PDF schedule along with  
coordinates, in the hope to be able to rectangle the data. Part of that  
went well in particular thanks to fuzzyjoin and Tidyverse tooling,  
part of that went less well, in particular due to the inexact data  
formatting and less than optimal indication of timezones… and my not  
desiring to spend my week cleaning the data. I have no idea how Axios  
prepared the dataset, but if I were to clean such data for actual work,  
after scripting as much as possible I’d request at least one colleague  
to review the code, and this person and I would also sample a few if not  
all events and compare their information in the PDF and the resulting  
data.

The advantage of scripting at least part of the cleaning is  
reproducibility, for being able to explain what happened to the data,  
but also to apply the code to new data. This morning I read that [more  
schedules had been  
leaked](https://www.axios.com/trump-schedule-leaks-4840f751-e663-49c0-b288-2dd39bde9c79.html)  
so I tried my code on it.

pdf\_file2 <- "data/newschedules.pdf"

pdf\_data2 <- pdftools::pdf\_data(pdf\_file2)

pdf\_text2 <- purrr::map(1:pdftools::pdf\_info(pdf\_file2)$pages,

read\_page,

pdf\_data = pdf\_data2) %>%

purrr::discard(is.null)

dates2 <- purrr::map\_df(pdf\_text2, get\_date)

all\_events2 <- pdf\_text2 %>%

split\_days(dates2) %>%

purrr::map\_df(get\_times) %>%

gather\_events() %>%

extract\_info() %>%

clean\_time\_info()

head(all\_events2)

## # A tibble: 6 x 12

## # Groups: date [1]

## time duration timezone date event text y location

##

## 1 8:00… 180 EST 2019-02-04 EXEC… Loca… 141 Oval Of…

## 2 11:0… 30 EST 2019-02-04 MEET… Loca… 180 Oval Of…

## 3 11:3… 15 EST 2019-02-04 EXEC… Loca… 219 Oval Of…

## 4 11:4… 30 EST 2019-02-04 INTE… Proj… 258 Oval Of…

## 5 12:1… 30 EST 2019-02-04 EXEC… Loca… 310 Oval Of…

## 6 12:4… 60 EST 2019-02-04 LUNC… Proj… 349 Private…

## # … with 4 more variables: project\_officer , press ,

## # start , end